**JavaScript\_Programando na linguagem da web – Micro-certificação Tecnologia WEB - ALURA**

**Aula 01 - Consolidando o seu conhecimento**

## O primeiro arquivo .js

Para dar início ao nosso projeto, vamos começar criando nosso primeiro arquivo Javascript, o principal.js, que vai conter o código inicial que faremos neste primeiro capítulo. Para **manter uma boa organização de código** crie o arquivo principal.js dentro da pasta **/js**. Sua estrutra de pastas deve ficar assim:

introducao-javascript

├── css

│ ├── index.css

│ └── reset.css

├── js

│ └── principal.js

├── img

├── favicon.ico

└── index.html

## Importando o arquivo

Claro que após criar um novo arquivo Javascript, não pode esquecer de importá-lo ao final da tag <body> em nosso HTML, utilizando a tag <script>:

// Restante do código HTML

</section>

</main>

<!-- Importação dos Javascripts AQUI -->

<script src="js/principal.js"></script>

</body>

</html>

Repare que colocamos no atributo src o caminho relativo para nosso arquivo principal.js, ou seja a partir da pasta atual, vamos descer para a pasta js/ e em seguida linkar com arquivo.

## Trocando o título da página

Para dar início aos nossos conhecimentos com o Javascript, vamos trocar o título da nossa página de Aparecida Nutrição para Aparecida Nutricionista, para praticar. Em nosso principal.js vamos:

1- O primeiro passo é selecionar o elemento da página que queremos alterar, neste caso o :

<h1>Aparecida Nutrição</h1>

Sabemos que é possível selecionar um elemento através de sua tag, e como só temos este h1 na página poderíamos facilmente utilizá-lo, porém também vimos que não é uma boa prática utilizar um seletor de tag quando estamos selecionando um elemento do HTML, pois este h1 poderia facilmente ser trocado por um h2 e nosso código quebraria.

Vamos adicionar uma classe no h1 para que a seleção do elemento sempre seja feita atráves desta classe:

<h1 class="titulo">Aparecida Nutrição</h1>

2- Agora que o h1 já tem uma classe, podemos utilizar a **função seletora** do Javascript que é responsável de trazer um elemento do mundo do HTML para o mundo do Javascript que é a querySelector(). Sabemos que queremos buscar na nossa página pelo h1, então vamos chamar a querySelector() na variável que representa a nossa página para o Javascript , o document:

document.querySelector(".titulo");

Como queremos manipular este elemento selecionado, vamos colocá-lo em uma variável de nome semântico para poder ter acesso a ele depois:

var titulo = document.querySelector(".titulo");

3- Por último, como queremos trocar o texto do h1, vamos acessar a propriedade textContent do elemento selecionado, que é a propriedade que tem o contéudo de texto daquela tag. Como queremos **alterar** o contéudo de texto daquela tag, vamos **trocar** o valor da propriedade textContent para um novo texto, que é o nosso novo título Aparecida Nutricionista:

titulo.textContent = "Aparecida Nutricionista"

Ao recarregar a página você deve ver que assim que a página é carregada o novo título já aparece no topo!

Apesar deste capítulo inicial ter sido curto, aprendemos pontos importantes como:

* Separar a organização de nosso código em arquivos .js
* Importar arquivos .js sempre ao final do body
* A representação do HTML pela variável document
* A função que faz busca querySelector()
* Preferir selecionar por #id ou .classe

No próximo avançaremos mais em nossos conhecimentos de Javascript.

**Aula 02 - Consolidando o seu conhecimento**

## Buscando os dados do primeiro paciente

Neste capítulo vamos calcular o IMC do primeiro paciente , buscando os seus dados de altura e peso, fazendo as validações necessárias e em seguida vamos preencher o IMC na tabela.

Em seu arquivo principal.js, vá executando o passo a passo abaixo:

1- Vamos primeiro selecionar o primeiro paciente, que é uma <tr> com a nossa conhecida função document.querySelector() e salvar na variável paciente. Vamos usar o seletor de #id. Se você ainda não colocou, adicione o id primeiro-paciente no primeiro <tr> de nossa tabela:

<!-- restante do HTML -->

<tr class="paciente" id="primeiro-paciente">

<td class="info-nome">Paulo</td>

<td class="info-peso">100</td>

<td class="info-altura">2.00</td>

<td class="info-gordura">10</td>

<td class="info-imc">0</td>

</tr>

Em seguida no seu principal.js, selecione o paciente:

var paciente = document.querySelector("#primeiro-paciente");

2- Agora com o paciente em mãos, podemos buscar dentro dele as informações que precisamos que são a altura e o peso da paciente. Vamos utilizar a função querySelector() desta vez para buscar dentro da váriavel paciente, pelo <td> que contêm a altura e o peso:

var tdPeso = paciente.querySelector(".info-peso");

var tdAltura = paciente.querySelector(".info-altura");

3- Mas sabemos que não estamos interessados nos <td> e sim no conteudo de texto de cada um deles, então vamos extraí-los:

var tdPeso = paciente.querySelector(".info-peso");

var tdAltura = paciente.querySelector(".info-altura");

var peso = tdPeso.textContent;

var altura = tdAltura.textContent;

4- Com os valores de peso e altura em mãos, podemos calcular o IMC. Não vamos nos esquecer dos parênteses também para que nossa conta seja feita como esperamos:

var imc = peso / (altura \* altura);

5- Por último, com o IMC calculado devemos preencher a coluna de IMC do paciente selecionado com novo valor calculado. Vamos primeiro pegar o <td> que irá guardar o IMC:

var tdImc = paciente.querySelector(".info-imc");

6- Agora vamos colocar o valor calculado dentro do tdImc:

tdImc.textContent = imc;

Seu código deve estar assim:

var paciente = document.querySelector("#primeiro-paciente");

var tdPeso = paciente.querySelector(".info-peso");

var tdAltura = paciente.querySelector(".info-altura");

var peso = tdPeso.textContent;

var altura = tdAltura.textContent;

var imc = peso / (altura \* altura);

var tdImc = paciente.querySelector(".info-imc");

tdImc.textContent = imc;

Agora, ao recarregar a página, você verá que o IMC do primeiro paciente substituiu o valor apresentado no HTML.

Já estamos conseguindo calcular o IMC, porém falta validar os dados que vêm da tabela. Vamos lá:

1- O primeiro passo é fazer uma verificação do peso, vamos estabelecer que um peso é inválido se ele for menor ou igual a 0 quilos **OU** maior que 1000 quilos. Para isto, vamos utilizar um *if* para checar o peso, e a condição lógica de **OU** (||):

if(peso <= 0 || peso > 1000){

console.log("Peso inválido");

}

2- Não basta apenas exibir no console a validação. Vamos escrever na coluna do IMC também o erro de peso inválido:

if(peso <= 0 || peso > 1000){

console.log("Peso inválido");

tdImc.textContent = "Peso inválido!";

}

3- Vamos repetir a mesma lógica para a altura, só que considerando inválido uma altura menor ou igual a 0 metros ou maior ou igual a 3 metros.

if(altura <= 0 || altura >= 3){

console.log("Altura inválida");

tdImc.textContent = "Altura inválida!";

}

4- Agora não basta verificar se a altura ou o peso estão errados, só devemos calcular o IMC se ambos passarem na validação. Para isto, vamos criar duas variáveis, **pesoEhValido** e **alturaEhValida**, iniciar seus valores como **true**. Caso as validações falhem, trocaremos este valor para **false**:

var alturaEhValida = true;

var pesoEhValido = true;

if(peso <= 0 || peso > 1000){

console.log("Peso inválido");

tdImc.textContent = "Peso inválido!";

pesoEhValido = false;

}

if(altura <= 0 || altura >= 3){

console.log("Altura inválida");

tdImc.textContent = "Altura inválida!";

alturaEhValida = false;

}

5- Agora vamos fazer uma lógica para apenas calcular o IMC se o peso **E\*\* a altura forem válidos. Vamos utilizar o operador lógico de \*\*E** (&&):

var alturaEhValida = true;

var pesoEhValido = true;

if(peso <= 0 || peso > 1000){

console.log("Peso inválido");

tdImc.textContent = "Peso inválido!";

pesoEhValido = false;

}

if(altura <= 0 || altura >= 3){

console.log("Altura inválida");

tdImc.textContent = "Altura inválida!";

alturaEhValida = false;

}

if(pesoEhValido && alturaEhValida){

var imc = peso / ( altura \* altura);

tdImc.textContent = imc;

}

O seu código final deve estar assim:

var paciente = document.querySelector("#primeiro-paciente");

var tdAltura = paciente.querySelector(".info-altura");

var tdPeso = paciente.querySelector(".info-peso");

var tdImc = paciente.querySelector(".info-imc");

var altura = tdAltura.textContent;

var peso = tdPeso.textContent;

var alturaEhValida = true;

var pesoEhValido = true;

if (peso <= 0 || peso > 1000) {

console.log("Peso inválido!");

tdPeso.textContent = "Peso inválido!";

pesoEhValido = false;

}

if (altura <= 0 || altura >= 3) {

console.log("Altura inválida!");

tdAltura.textContent = "Altura inválida!";

alturaEhValida = false;

}

if (alturaEhValida && pesoEhValido) {

var imc = peso / (altura \* altura);

tdImc.textContent = imc;

} else {

tdImc.textContent = "Altura e/ou peso inválidos!"

}

Agora estamos validando antes de realizar o cálculo do IMC!

Chegamos ao fim de mais um capítulo, e neste aqui utilizamos um pouco da lógica de programação e das funções do Javascript para validar nosso primeiro paciente.

Neste capítulo vimos:

* O operador lógico de OU ( || )
* O operador lógico de E ( && )
* Busca de elementos
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Por enquanto nosso código só calcula e valida o IMC de **um** único paciente. Vamos atacar este problema neste capítulo para que o IMC de todos os pacientes sejam carregados:

1- Primeiro passo então é deixar de selecionar apenas um paciente e passar a selecionar **todos** os pacientes. Faremos isto buscando por todas as <tr> que tem a classe paciente. Claro, devemos também utilizar outra função, a função querySelectorAll() que é capaz de retornar mais de um elemento quando faz a busca no HTML. Faça a substituição no seu código para trocar o nome da variável paciente para pacientes e também faça a substituição da função e do seletor:

var pacientes = document.querySelectorAll(".paciente");

console.log(paciente);

2- Recarregando a página agora, veremos que o console dará um erro, mas é por que trocamos o nome da variável e ainda não adaptamos nosso código para trabalhar com um *array* de pacientes em vez de um único. Para validar as informações e calcular o IMC de cada paciente do array precisamos **percorrer** este array utilizando um clássico **for**:

for(var i = 0; i < pacientes.length ; i++){

var paciente = pacientes[i];

console.log(paciente);

}

3- Agora que conseguimos percorrer a lista de pacientes, basta mover o nosso código que validava e calculava o IMC do paciente para dentro da tabela. O código final deve ficar assim:

var pacientes = document.querySelectorAll(".paciente");

for(var i = 0; i < pacientes.length ; i++){

var paciente = pacientes[i];

var tdPeso = paciente.querySelector(".info-peso");

var tdAltura = paciente.querySelector(".info-altura");

var tdImc = paciente.querySelector(".info-imc");

var peso = tdPeso.textContent;

var altura = tdAltura.textContent;

var alturaEhValida = true;

var pesoEhValido = true;

if(peso <= 0 || peso >= 1000){

console.log("Peso inválido");

tdImc.textContent = "Peso inválido!";

pesoEhValido = false;

}

if(altura <= 0 || altura >= 3.0){

console.log("Altura inválida");

tdImc.textContent = "Altura inválida!";

alturaEhValida = false;

}

if(pesoEhValido && alturaEhValida){

var imc = peso / ( altura \* altura);

tdImc.textContent = imc;

}

}

4- Por último, podemos limitar o número de casas decimas do IMC utilizando a função .toFixed(). Faça a substuição para imprimir o IMC na tabela com apenas duas casas decimais:

// Restante do código

if(pesoEhValido && alturaEhValida){

var imc = peso / ( altura \* altura);

//ALTERAÇÃO AQUI...

tdImc.textContent = imc.toFixed(2);

}

}

![IMC de todos os pacientes na tabela](data:image/png;base64,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)

Agora cada paciente deve estar com IMC sendo cálculado!

Vamos melhorar um pouco a visualização de nossa tabela, para que os erros pintem a linha de vermelho além escrever na coluna de IMC quando ocorrer um erro.

1- Vamos trocar a cor da linha colocando uma nova classe na mesma, que será a classe paciente-invalido. Como primeiro passo crie uma nova classe no seu arquivo index.css como a classe abaixo:

.paciente-invalido{

background-color: lightcoral;

}

Nossa classe troca o background-color do elemento para a cor lightcoral, que é um vermelho claro.

2- Agora que temos uma classe com o estilo que queremos, devemos aplicá-la quando acontecer um erro, e os erros são detectados dentro de cada if. No if de peso, adicione a classe paciente-invalido a linha da tabela que isto ocorreu ( ou seja, na variável paciente):

if(peso <= 0 || peso >= 1000){

console.log("Peso inválido");

tdImc.textContent = "Peso inválido!";

pesoEhValido = false;

paciente.classList.add("paciente-invalido");

}

Estamos alterando o estilo colocando uma classe para facilitar a manutenção de nosso código, afinal se precisarmos alterar a cor, basta alterar o valor da propriedade background-color no CSS.

2- Faça a mesma coisa agora para quando a altura for inválida:

if(altura <= 0 || altura >= 3.00){

console.log("Altura inválida");

tdImc.textContent = "Altura inválida!";

alturaEhValida = false;

paciente.classList.add("paciente-invalido");

}

Pronto, agora temos um visual melhor quando ocorrer um erro em nossa tabela!

Neste capítulo aprendemos a lidar uma coleção de elementos do HTML e vimos:

* Como selecionar diversos elementos com a função querySelectorAll()
* Relembramos um método clássico de iteração com o **for**
* Vimos como manipular estilos com a propriedade .style
* Vimos que devemos utilizar camelCase quando queremos modificar uma propriedade que tenha duas palavras, como a background-color
* A boa prática de não alterar o estilo diretamente no Javascript e sim modificar as classes dos elementos com a propriedade .classList

**Aula 04 - Consolidando o seu conhecimento**

Neste capítulo vamos focar em adicionar um novo paciente na tabela através de um formulário.

1- O primeiro passo é criar o nosso formulário no HTML. Adicione o seguinte <form> abaixo da tag <main> :

<section class="container">

<h2 id="titulo-form">Adicionar novo paciente</h2>

<form id="form-adiciona">

<div class="grupo">

<label for="nome">Nome:</label>

<input id="nome" name="nome" type="text" placeholder="digite o nome do seu paciente" class="campo">

</div>

<div class="grupo">

<label for="peso">Peso:</label>

<input id="peso" name="peso" type="text" placeholder="digite o peso do seu paciente" class="campo campo-medio">

</div>

<div class="grupo">

<label for="altura">Altura:</label>

<input id="altura" name="altura" type="text" placeholder="digite a altura do seu paciente" class="campo campo-medio">

</div>

<div class="grupo">

<label for="gordura">% de Gordura:</label>

<input id="gordura" name="gordura" type="text" placeholder="digite a porcentagem de gordura do seu paciente" class="campo campo-medio">

</div>

<button id="adicionar-paciente" class="botao bto-principal">Adicionar</button>

</form>

</section>

2- Com o formulário adicionado, vamos começar adicionando um event listener no botão de adicionar ao formulário. Ao final do principal.js, selecione o botão e pendure o listener:

var botaoAdicionar = document.querySelector("#adicionar-paciente");

botaoAdicionar.addEventListener("click", function() {

console.log("Fui clicado!");

});

Teste se o click está funcionando no botão.

3- Se você testou o código acima, deve reparar que a mensagem do console.log não surge no console. Ou se aparece, ela apenas pisca e some rapidamente. Como estamos submetendo um <form> ,por padrão a página é recarregada, logo devemos impedir que isto ocorra. Adicione o parâmetro *event* na função anônima e dentro dela chame o event.preventDefault():

var botaoAdicionar = document.querySelector("#adicionar-paciente");

botaoAdicionar.addEventListener("click", function(event) {

event.preventDefault();

console.log("Fui clicado!");

});

Agora sim ao clicar vemos a mensagem "Fui clicado" surgir no console.

Com nosso formulário criado, podemos implementar o código Javascript responsável por criar um novo paciente na tabela.

Com o form criado e já escutando nossos eventos de click, vamos começar a implementar a adição de um novo paciente na tabela:

1- Nosso primeiro passo é selecionar o <form> para que tenhamos acesso aos campos de input com os dados do paciente. Vamos trazê-lo do HTML:

botaoAdicionar.addEventListener("click", function(event) {

event.preventDefault();

var form = document.querySelector("#form-adiciona");

});

2- Depois de selecionado o form, precisamos ter acesso a cada um dos inputs. Para fazer isto podemos nos apoiar numa característica do form, que é o acesso que temos aos seus inputs como se fossem propriedades do form, bastando usar como nome da propriedade os atributos *name* dos inputs. Como temos inputs com os name's com valor de nome,altura,peso e gordura faremos assim:

botaoAdicionar.addEventListener("click", function(event) {

event.preventDefault();

var form = document.querySelector("#form-adiciona");

var nome = form.nome.value;

var peso = form.peso.value;

var altura = form.altura.value;

var gordura = form.gordura.value;

});

Lembrando que para pegar o valor digitado dentro de um input, devemos acessar a sua propriedade value.

3- Agora com os valores extraídos do formulário HTML para o Javascript, podemos começar a criar um novo paciente na tabela. Sabemos que pacientes são representados por <tr>'s na tabela, então precisamos criar um elemento <tr> dentro do Javascript. Para isto, vamos utilizar a função document.createElement():

botaoAdicionar.addEventListener("click", function(event) {

event.preventDefault();

var form = document.querySelector("#form-adiciona");

var nome = form.nome.value;

var peso = form.peso.value;

var altura = form.altura.value;

var gordura = form.gordura.value;

var pacienteTr = document.createElement("tr");

});

4- Agora precisamos criar cada uma das <td>'s que ficarão dentro da <tr>. Como um paciente tem 5 atributos (nome,peso,altura,gordura e imc).Vamos utilizar a mesma função para criar estas <td's>:

botaoAdicionar.addEventListener("click", function(event) {

event.preventDefault();

var form = document.querySelector("#form-adiciona");

var nome = form.nome.value;

var peso = form.peso.value;

var altura = form.altura.value;

var gordura = form.gordura.value;

var pacienteTr = document.createElement("tr");

var nomeTd = document.createElement("td");

var pesoTd = document.createElement("td");

var alturaTd = document.createElement("td");

var gorduraTd = document.createElement("td");

var imcTd = document.createElement("td");

});

5- Temos que colocar os valores que extraímos do form dentro de cada uma das <td's>, então vamos preênche-las com nossa conhecida .textContent:

botaoAdicionar.addEventListener("click", function(event) {

event.preventDefault();

var form = document.querySelector("#form-adiciona");

var nome = form.nome.value;

var peso = form.peso.value;

var altura = form.altura.value;

var gordura = form.gordura.value;

var pacienteTr = document.createElement("tr");

var nomeTd = document.createElement("td");

var pesoTd = document.createElement("td");

var alturaTd = document.createElement("td");

var gorduraTd = document.createElement("td");

var imcTd = document.createElement("td");

nomeTd.textContent = nome;

pesoTd.textContent = peso;

alturaTd.textContent = altura;

gorduraTd.textContent = gordura;

});

6- Agora temos 5 <td>'s e 1 <tr> , mas elas não estão conectadas. O certo é posicionar as <td>'s dentro de cada <tr>'s. Vamos fazer isso através da função appendChild():

botaoAdicionar.addEventListener("click", function(event) {

event.preventDefault();

var form = document.querySelector("#form-adiciona");

var nome = form.nome.value;

var peso = form.peso.value;

var altura = form.altura.value;

var gordura = form.gordura.value;

var pacienteTr = document.createElement("tr");

var nomeTd = document.createElement("td");

var pesoTd = document.createElement("td");

var alturaTd = document.createElement("td");

var gorduraTd = document.createElement("td");

var imcTd = document.createElement("td");

nomeTd.textContent = nome;

pesoTd.textContent = peso;

alturaTd.textContent = altura;

gorduraTd.textContent = gordura;

pacienteTr.appendChild(nomeTd);

pacienteTr.appendChild(pesoTd);

pacienteTr.appendChild(alturaTd);

pacienteTr.appendChild(gorduraTd);

});

7- Por último precisamos adicionar esta <tr> na tabela. Para isto vamos usar uma tática parecida, selecionar a tabela em seguida usar a função .appendChild():

var botaoAdicionar = document.querySelector("#adicionar-paciente");

botaoAdicionar.addEventListener("click", function(event) {

event.preventDefault();

var form = document.querySelector("#form-adiciona");

var nome = form.nome.value;

var peso = form.peso.value;

var altura = form.altura.value;

var gordura = form.gordura.value;

var pacienteTr = document.createElement("tr");

var nomeTd = document.createElement("td");

var pesoTd = document.createElement("td");

var alturaTd = document.createElement("td");

var gorduraTd = document.createElement("td");

var imcTd = document.createElement("td");

nomeTd.textContent = nome;

pesoTd.textContent = peso;

alturaTd.textContent = altura;

gorduraTd.textContent = gordura;

pacienteTr.appendChild(nomeTd);

pacienteTr.appendChild(pesoTd);

pacienteTr.appendChild(alturaTd);

pacienteTr.appendChild(gorduraTd);

var tabela = document.querySelector("#tabela-pacientes");

tabela.appendChild(pacienteTr);

});

Agora sim estamos adicionando o paciente a partir do formulário, mas veja que ele ainda está sem a coluna de IMC. Vamos resolver isto no próximo capítulo com boas práticas de reuso de código, até lá!

Neste capítulo implementamos a criação de usuários a partir de um formulário, e com isso aprendemos:

* A diferença entre as funções nomeadas e as funções anônimas
* A escutar eventos do browser com a função addEventListener()
* Que a função criadora de elementos é .createElement()
* A pegar o valor de um input por meio da propriedade .value
* A acessar os input de um form por meio da propriedade \_name\_.
* A adicionar elementos na página e dentro de outros elementos com a função appendChild()

**Aula 05 - Consolidando o seu conhecimento**

Neste capítulo vamos organizar nosso código para que ele fique mais fácil de manter e para que sigamos as boas práticas.

1- Nosso arquivo principal.js estava começando a ficar muito grande, logo vamos separá-lo em arquivo Javascript individuais, aonde cada arquivo ficará responsável por uma funcionalidade do sistema. Primeiro, crie um novo arquivo chamado form.js, e importe-o no fim no seu HTML:

// Restante do código HTML

</section>

</main>

<!-- Importação dos Javascripts AQUI -->

<script src="js/principal.js"></script>

<script src="js/form.js"></script>

</body>

</html>

2- Com o arquivo criado e importado, mova tudo que estiver relacionado com nosso formulário de adicionar paciente para lá. Basicamente tudo dentro do event listener do click do botão:

//form.js

var botaoAdicionar = document.querySelector("#adicionar-paciente");

botaoAdicionar.addEventListener("click", function(event) {

// Todo o código da função.

});

3- Aproveite e renomeie o seu arquivo principal.js para um nome mais semântico, como calcula-imc.js , que diz melhor o que aquele código faz.

4- Agora que já fizemos esta separação em arquivos, vamos começar a melhorar mais ainda o código. É a hora de exportarmos certas partes do código para funções, assim fica mais fácil reutilizá-las. Um bom exemplo é o código responsável por calcular um imc, que deve ser usado tanto na função cálcula IMC quanto quando criamos um novo paciente através do formulário. Crie a função calculaImc em seu arquivo calcula-imc.js como abaixo:

//calcula-imc.js

// restante do código

function calculaImc(peso, altura){

var imc = 0;

imc = peso / (altura \* altura);

return imc.toFixed(2);

}

5- Agora substitua o antigo cálculo na mão que fazíamos dentro do *if* por uma chamada a nossa recém criada função calculaImc, passando os parâmetros de acordo:

//calcula-imc.js

// Restante do código

if (pesoEhValido && alturaEhValida) {

var imc = calculaImc(peso,altura);

imcTd.textContent = imc; }

// Restante do código

6- Vamos também chamar a função calculaImc no nosso form.js, para que o IMC do paciente também seja calculado quando ele for inserido na tabela. Adicione junto dos outros <td's> para que o contéudo do tdImc seja o retorno da função calculaImc

//form.js

nomeTd.textContent = nome;

pesoTd.textContent = peso;

alturaTd.textContent = altura;

gorduraTd.textContent = gordura;

//Adicionar aqui:

imcTd.textContent = calculaImc(peso,altura);

7- E não vamos esquecer de colocar o tdImc também dentro do <tr> paciente:

//form.js

pacienteTr.appendChild(nomeTd);

pacienteTr.appendChild(pesoTd);

pacienteTr.appendChild(alturaTd);

pacienteTr.appendChild(gorduraTd);

//Adicionar aqui:

pacienteTr.appendChild(imcTd);

Agora quando o paciente for adicionado na tabela, seu IMC também será calculado e inserido automaticamente!

Graças as boas práticas de reuso de código e de uma melhor organização não precisamos escrever o código responsável de calcular o IMC duas vezes, e ainda separamos nosso código Javascript em arquivos diferentes, para que fique mais fácil dar manutenção ao mesmo.

Dando continuidade as boas práticas de organização de código, uma outra que devemos atacar é que nossa função anônima do form.js está com muitas responsabilidades, ela sozinha está fazendo muitas coisas. Ela obtém um paciente do formulário, cria a <tr> paciente, cria diversos <td>, coloca um dentro do outro e depois ainda adiciona-os na tabela!

São muitas funcionalidades para uma única função, vamos quebrá-la em funções menores para melhorar a legibilidade de nosso código:

1- O primeiro passo é extrair a responsabilidade de obter os dados do formulário para uma nova função. Crie a função obtemPacienteDoFormulario, que irá cuidar disto. Esta função deve receber o formulário e retornar todos os dados do paciente, e para isto vamos salvar estes dados dentro de um objeto do Javascript :

// form.js

function obtemPacienteDoFormulario(form) {

var paciente = {

nome: form.nome.value,

peso: form.peso.value,

altura: form.altura.value,

gordura: form.gordura.value,

imc: calculaImc(form.peso.value, form.altura.value)

}

return paciente;

}

2- Agora vamos chamar está função no local aonde criávamos várias variáveis com peso, altura,etc..:

// form.js

botaoAdicionar.addEventListener("click", function(event) {

event.preventDefault();

var form = document.querySelector("#form-adiciona");

// Remova a criação das variaveis individuais e deixe apenas o objeto paciente

var paciente = obtemPacienteDoFormulario(form);

// Restante do código

...

});

3- A próxima parte que iremos atacar é a criação da <tr> paciente. Vamos criar uma função para criar a <tr> e uma para as <td>. Vamos começar pela função montaTd, que deve receber o dado que vai ser colocado dentro da td e a classe, e nos retornar o objeto montado:

function montaTd(dado, classe) {

var td = document.createElement("td");

td.classList.add(classe);

td.textContent = dado;

return td;

}

4- Agora aproveitando a função montaTd, vamos criar a montaTr, que vai receber um objeto paciente, criar cada uma das td, e colocar dentro da tr :

function montaTr(paciente) {

//Cria TR

var pacienteTr = document.createElement("tr");

pacienteTr.classList.add("paciente");

//Cria as TD's e a adiciona dentro da TR

pacienteTr.appendChild(montaTd(paciente.nome, "info-nome"));

pacienteTr.appendChild(montaTd(paciente.peso, "info-peso"));

pacienteTr.appendChild(montaTd(paciente.altura, "info-altura"));

pacienteTr.appendChild(montaTd(paciente.gordura, "info-gordura"));

pacienteTr.appendChild(montaTd(paciente.imc, "info-imc"));

// retorna a TR

return pacienteTr;

}

5- Agora vamos fazer as substituições no event listener:

var botaoAdicionar = document.querySelector("#adicionar-paciente");

botaoAdicionar.addEventListener("click", function(event) {

event.preventDefault();

var form = document.querySelector("#form-adiciona");

var paciente = obtemPacienteDoFormulario(form);

var pacienteTr = montaTr(paciente);

var tabela = document.querySelector("#tabela-pacientes");

tabela.appendChild(pacienteTr);

});

6- O código ficou bem mais limpo e organizado! Por último , vamos fazer que o form seja limpo após adicionar um paciente. Utilize a função .reset() como último comando:

var botaoAdicionar = document.querySelector("#adicionar-paciente");

botaoAdicionar.addEventListener("click", function(event) {

// restante do código

tabela.appendChild(pacienteTr);

form.reset();

});

Veja que agora temos um código muito mais organizado e fácil de ler!

Neste capítulo vimos

* Dividir o código, separando por funcionalidades do sistema
* Os objetos em Javascript
* A quebrar funções grandes em funções menores ,com cada uma com sua responsabilidade
* A função form.reset() para limpar o formulário

**Aula 06 - Consolidando o seu conhecimento**

Vamos aproveitar as regras de validação que tínhamos no calcula-imc.js para poder validar os pacientes que adicionamos pelo formulário e poder exibir as mensagens de erro.

1- Vamos começar exportando a lógica de validação de peso e altura para duas funções externas, a validaPeso e a validaAltura. Em seu arquivo calcula-imc.js crie as seguintes funções:

function validaPeso(peso) {

if (peso > 0 && peso < 1000) {

return true;

} else {

return false;

}

}

function validaAltura(altura) {

if (altura > 0 && altura <= 3.00) {

return true;

} else {

return false;

}

}

2- Agora faça as seguintes alterações no seu for para usarmos nossas funções validadoras:

for (var i = 0; i < pacientes.length; i++) {

//Restante do código

...

// Alteração

var alturaEhValida = validaAltura(altura);

var pesoEhValido = validaPeso(peso);

// Alteração

if (!pesoEhValido) {

...

}

// Alteração

if (!alturaEhValida) {

...

}

// Alteração

if (pesoEhValido && alturaEhValida) {

var imc = calculaImc(peso, altura);

tdImc.textContent = imc;

}

}

3- Vamos agora criar a função que irá validar o usuário quando submetermos o form. O nome desta será validaPaciente, que receberá o objeto paciente e retornará um array de erros:

// form.js

function validaPaciente(paciente) {

var erros = [];

if (paciente.nome.length == 0) {

erros.push("O nome não pode ser em branco");

}

if (paciente.gordura.length == 0) {

erros.push("A gordura não pode ser em branco");

}

if (paciente.peso.length == 0) {

erros.push("O peso não pode ser em branco");

}

if (paciente.altura.length == 0) {

erros.push("A altura não pode ser em branco");

}

if (!validaPeso(paciente.peso)) {

erros.push("Peso é inválido");

}

if (!validaAltura(paciente.altura)) {

erros.push("Altura é inválida");

}

return erros;

}

Esta função cria um array e caso encontre algum erro em alguma propriedade do paciente, adiciona ao array de erros a mensagem que será exibida depois.

4- Agora vamos chamar nossa função validaPaciente quando clicarmos no botão adiciona e tratar de exibir a mensagem de erro caso haja alguma:

botaoAdicionar.addEventListener("click", function(event) {

event.preventDefault();

var form = document.querySelector("#form-adiciona");

var paciente = obtemPacienteDoFormulario(form);

var pacienteTr = montaTr(paciente);

//Adição aqui

var erros = validaPaciente(paciente);

if (erros.length > 0) {

// Aqui vai entrar o código de exibir erros.

}

// Resto do código

...

});

5- Com toda a lógica preparada, basta apenas exibirmos as mensagens de erro de dentro do Array. Para isto, vamos criar uma <ul> acima do formulário de adicionar pacientes para exibir as mensagens:

//principal.html

...

<ul id="mensagens-erro"></ul>

<form>

...

6- Crie a função exibeMensagensDeErro, que recebe o array de erros e cria uma <li> para cada mensagem de erro:

function exibeMensagensDeErro(erros) {

var ul = document.querySelector("#mensagens-erro");

ul.innerHTML = "";

erros.forEach(function(erro) {

var li = document.createElement("li");

li.textContent = erro;

ul.appendChild(li);

});

}

7- Agora basta chamar a função exibeMensagemErro() dentro do if que verifica se existe algum erro no array:

//form.js

botaoAdicionar.addEventListener("click", function(event) {

event.preventDefault();

var form = document.querySelector("#form-adiciona");

var paciente = obtemPacienteDoFormulario(form);

var erros = validaPaciente(paciente);

if (erros.length > 0) {

//Adição aqui

exibeMensagensDeErro(erros);

return;

}

// Resto do código

var pacienteTr = montaTr(paciente);

...

});

8- Para que as mensagens de erro fiquem vermelhas, adicione o seguinte estilo abaixo em seu estilos.css:

// estilos.css

// Restante do CSS

...

#mensagens-erro{

color: red;

}

9- Por último, vamos adicionar nosso paciente na tabela, além disso, precisamos remover as mensagens de erro caso seja adicionado um paciente válido.

O código para isso é:

var tabela = document.querySelector("#tabela-pacientes");

tabela.appendChild(pacienteTr);

form.reset();

var mensagensErro = document.querySelector("#mensagens-erro");

mensagensErro.innerHTML = "";

Nosso código completo será:

//form.js

botaoAdicionar.addEventListener("click", function(event) {

event.preventDefault();

var form = document.querySelector("#form-adiciona");

var paciente = obtemPacienteDoFormulario(form);

var erros = validaPaciente(paciente);

if (erros.length > 0) {

//Adição aqui

exibeMensagensDeErro(erros);

return;

}

var pacienteTr = montaTr(paciente);

var tabela = document.querySelector("#tabela-pacientes");

tabela.appendChild(pacienteTr);

form.reset();

var mensagensErro = document.querySelector("#mensagens-erro");

mensagensErro.innerHTML = "";

});

Neste capítulo vimos:

* Mais organização de código, exportando as funções de validação.
* O operador de negação NOT (!)
* Como validar um formulário
* A função push para colocar elementos dentro de um array
* A propriedade innerHTML dos elementos, que foi usada para apagar os itens da <ul>
* O método forEach para percorrer arrays

**Aula 07 - Consolidando o seu conhecimento**

Mãos na Massa: Removendo os pacientes

Neste capítulos aprendemos mais sobre **eventos** e vimos que através da delegação de eventos conseguimos reduzir o número de eventListeners na página e ainda assim executar as funções que desejamos. Vamos implementar a remoção de pacientes colocando um escutador na tabela:

1- Nosso primeiro passo é criar um novo arquivo /js, já que se trata de uma nova funcionalidade vamos chamá-lo de remove-paciente.js:

introducao-javascript

└── js

├── calcula-imc.js

├── form.js

└── remove-paciente.js

2- Não vamos esquecer de importar o nosso novo arquivo .js ao fim da tag <body>:

//index.html

</section>

<script src="js/calcula-imc.js" ></script>

<script src="js/form.js" ></script>

<script src="js/remove-paciente.js" ></script>

</body>

3- Agora vamos selecionar o corpo da tabela para adicionarmos um eventListener de duplo clique. Dentro do remove-paciente.js faça:

// remove-paciente.js

var tabela = document.querySelector("#tabela-pacientes");

tabela.addEventListener("dblclick", function() {

});

4- Agora devemos remover a linha que foi clicada, porém como o eventListener está na tabela, devemos perguntar primeiro qual das <td> que foi clicada, em seguida buscar pelo seu pai <tr> e removê-lo:

// remove-paciente.js

var tabela = document.querySelector("#tabela-pacientes");

tabela.addEventListener("dblclick", function(event) {

event.target.parentNode.remove();

});

Não esqueça de adicionar o parâmetro event na função anônima do evento!

Agora ao dar um duplo clique no elemento, o evento sobe até a tabela, e dentro da função conseguimos perguntar qual td foi clicado (event.target) e partir disto subir para o seu pai (parentNode) que é a <tr> do paciente e removê-lá.

### Dica

Não sei se você notou, mas se der um duplo clique no cabeçalho da nossa tabela, esta linha também será removida.

Podemos resolver isto de uma maneira simples. Pense um pouco... que elemento desejamos remover da tabela?

Sim, a tr pai do elemento em quem clicamos. Mas em que elemento estamos clicando? Estamos clicando dentro da "célula" da tabela, ou seja, no td.

Mas quando fazemos isto no cabeçalho, na realidade estamos clicando em um th.

Acho que você já pegou a lógica. Não queremos que o pai do th seja removido, somente o pai do td. Ou para tornar mais simples: somente remova o pai se o elemento clicado for um td.

Os elementos de nossa página possuem o atributo tagName que guarda uma string com o nome da tag do elemento. Faça um teste na página da Aparecida Nutrição, abra o console e execute document.querySelector('h1').tagName. O console te retornará o nome da tag do elemento em maiúsculo ("H1").

Em nosso caso queremos saber o nome da tag do elemento clicado, portanto segue a implementação:

var tabela = document.querySelector('#tabela-pacientes');

tabela.addEventListener('dblclick', function(event) {

// Somente executará nosso código caso o elemento em que clicamos seja um <td>

if (event.target.tagName == 'TD') {

event.target.parentNode.remove()

}

});

Pronto, agora a nutricionista não vai mais apagar o cabeçalho sem querer. Bom trabalho!

Agora que estamos removendo o paciente, vamos no próximo exercício fazer a animação da remoção, para que paciente não suma instantaneamente da página.

Vamos agora adicionar uma pequena animação na remoçao de cada paciente, fazendo uma mistura de técnicas de CSS e Javascript.

1- Vamos adicionar um CSS que será responsável por animar a remoção. Em seu index.css faça:

//index.css

.fadeOut {

opacity: 0;

transition: 0.5s;

}

Essa classe que deveremos adicionar ao elementos que vamos remover.

2- Vamos utilizar a técnica vista no vídeo, de aplicar a classe, chamar a função setTimeout para aguardar a animação terminar e ao fim dela, remover o elemento dá página. Primeiro adicione a classe na <tr>:

var tabela = document.querySelector("#tabela-pacientes");

tabela.addEventListener("dblclick", function(event) {

event.target.parentNode.classList.add("fadeOut");

event.target.parentNode.remove();

});

3- Agora vamos utilizar a setTimeout para aguardar antes de remover:

var tabela = document.querySelector("#tabela-pacientes");

tabela.addEventListener("dblclick", function(event) {

event.target.parentNode.classList.add("fadeOut");

setTimeout(function() {

event.target.parentNode.remove();

}, 500);

});

Deste modo, quando o usuário clicar para remover um paciente, ele vai esmaecer por meio segundo antes de sumir!

Neste capítulo aprendemos:

* O novo evento de dblclick
* Como os eventos propagam atráves da página
* A delegação de eventos
* Como animar uma remoção com o setTimeout

**Aula 08 - Consolidando o seu conhecimento**

Neste capítulo nós vamos implementar um campo de texto para filtrar os pacientes de nossa tabela pelo nome. Vamos lá:

1- Comece criando o input e label do campo aonde usuário irá digitar. No seu index.html, entre o título "Meus Pacientes" e a tabela, adicione:

//index.html

...

<h2>Meus pacientes</h2>

<label for="filtrar-tabela">Filtre:</label>

<input type="text" name="filtro" id="filtrar-tabela" placeholder="Digite o nome do paciente">

<table>

...

2- Vamos aproveitar e estilizar um pouco este campo, para que ele fique com uma letra um pouco maior. No seu estilos.css adicione o estilo abaixo:

//estilos.css

...

#filtrar-tabela {

width: 200px;

height: 35px;

margin-bottom: 10px;

}

3- Agora vamos para o Javascript, como se trata de uma nova funcionalidade, vamos criar um novo arquivo na pasta /js chamado filtra.js:

introducao-javascript

└── js

├── calcula-imc.js

├── form.js

├── remover-paciente.js

└── filtra.js

4- E vamos importá-lo em nosso HTML ao fim da tab <body>:

</section>

<script src="js/calcula-imc.js" ></script>

<script src="js/form.js" ></script>

<script src="js/remover-paciente.js" ></script>

<script src="js/filtra.js" ></script>

</body>

5- Vamos começar selecionando o campo de input, pois temos o interesse de pegar o seu valor para realizar a busca:

//filtra.js

var campoFiltro = document.querySelector("#filtrar-tabela");

6- Vamos adicionar um novo evento nele, o evento de input que é responsável por detectar quando o usuário começar a digitar no campo:

//filtra.js

var campoFiltro = document.querySelector("#filtrar-tabela");

campoFiltro.addEventListener("input", function() {

});

7- Para realizar a busca, vamos utilizar a seguinte técnica: Toda vez que o usuário começar a digitar alguma coisa, vamos esconder todos os itens da tabela, e só exibir aquele que batem com a busca. E quando o usuário deixar o campo em branco, vamos voltar a exibir os itens da tabela. Para esconder os itens, vamos criar uma nova classe chamada de invisivel no estilos.css:

//estilos.cs

....

.invisivel {

display: none;

}

Um simples display:none irá ocultar as linhas da tabela. Vamos aplicá-la quando usuário digitar algo.

8- Sabemos que o que foi digitado pelo usuário pode ser acessado através do this.value, afinal o *this* neste caso é o <input> e podemos ter acesso ao seu contéudo com a propriedade .value. Se detectarmos algo escrito no campo, vamos esconder todos os pacientes da tabela colocando a classe .invisivel, caso contrário, vamos remover a classe invisivel e exibi-los novamente:

var campoFiltro = document.querySelector("#filtrar-tabela");

campoFiltro.addEventListener("input", function() {

var pacientes = document.querySelectorAll(".paciente");

if (this.value.length > 0) {

for (var i = 0; i < pacientes.length; i++) {

var paciente = pacientes[i];

paciente.classList.add("invisivel");

}

} else {

for (var i = 0; i < pacientes.length; i++) {

var paciente = pacientes[i];

paciente.classList.remove("invisivel");

}

}

});

Experimente digitar algo na tabela, verá que todos os pacientes somem, mas ao deixar o campo em branco, ou seja, com o .length de tamanho zero, os pacientes voltam a aparecer.

Por enquanto só estamos escondendo todos os pacientes, vamos realizar a busca individual por cada um deles no próximo exercício!

Vamos agora fazer a busca pelo o que o usuário digitou no campoFiltro. Se bater com o nome de algum paciente, vamos exibí-lo, caso contrário vamos continuar deixando-o escondido:

1- O primeiro passo é conseguir extrair o nome de cada paciente para comparar o valor do campoFiltro (this.value). Vamos buscar o nome de dentro da <tr> como já fizemos diversas vezes anteriormente:

var campoFiltro = document.querySelector("#filtrar-tabela");

campoFiltro.addEventListener("input", function() {

var pacientes = document.querySelectorAll(".paciente");

if (this.value.length > 0) {

for (var i = 0; i < pacientes.length; i++) {

var paciente = pacientes[i];

//Adição aqui

var tdNome = paciente.querySelector(".info-nome");

var nome = tdNome.textContent;

paciente.classList.add("invisivel");

}

} else {

for (var i = 0; i < pacientes.length; i++) {

var paciente = pacientes[i];

paciente.classList.remove("invisivel");

} } });

2- Agora precisamos **comparar** o que o usuário digitou com o nome de cada um dos pacientes. Vimos uma ferramenta muito poderosa para comparar textos que é Expressão Regular, que nos permite comparar até mesmo parte de textos, com por exemplo achar a palavra "Pedro", buscando apenas por "Ped".

Como queremos que a nossa Expressão Regular busque pelo o que o usuário digitou , vamos criar um nova expressão com este parâmetro:

var campoFiltro = document.querySelector("#filtrar-tabela");

campoFiltro.addEventListener("input", function() {

var pacientes = document.querySelectorAll(".paciente");

if (this.value.length > 0) {

for (var i = 0; i < pacientes.length; i++) {

var paciente = pacientes[i];

var tdNome = paciente.querySelector(".info-nome");

var nome = tdNome.textContent;

//Adição aqui

var expressao = new RegExp(this.value, "i");

paciente.classList.add("invisivel");

}

} else {

for (var i = 0; i < pacientes.length; i++) {

var paciente = pacientes[i];

paciente.classList.remove("invisivel");

} } });

O modificador "i" é para indicar que estamos buscando por case-insensitive, ou seja tanto "Pa" quanto "pa" achariam a palavra "Paulo", ele não liga para a diferença entre maísuculas e minúsculas.

3- Com a expressão regular em mãos, só precisamos pedir para ela testar se o nome do usuário bate com o que foi digitado. Para isto, vamos utilizar sua função .test, que **em caso positivo** deve exibir o paciente **removendo a sua classe invisivel**, e em caso **negativo** deve esconder o paciente **adicionando a classe invisivel** :

var campoFiltro = document.querySelector("#filtrar-tabela");

campoFiltro.addEventListener("input", function() {

var pacientes = document.querySelectorAll(".paciente");

if (this.value.length > 0) {

for (var i = 0; i < pacientes.length; i++) {

var paciente = pacientes[i];

var tdNome = paciente.querySelector(".info-nome");

var nome = tdNome.textContent;

var expressao = new RegExp(this.value, "i");

// Adição aqui

if (expressao.test(nome)) {

paciente.classList.remove("invisivel");

} else {

paciente.classList.add("invisivel");

}

}

} else {

for (var i = 0; i < pacientes.length; i++) {

var paciente = pacientes[i];

paciente.classList.remove("invisivel");

}

}

});

Faça o teste agora e veja que é possível encontrar pacientes buscando apenas por uma parte de seus nomes!

Neste capítulo aprendemos:

* O novo evento de input
* O truque de deixar invisível adicionando uma classe com display:none
* Como realizar uma busca, escondendo todos os elementos e mostrando apenas aqueles que nos interessam
* Como buscar por apenas um pedaço de uma palavra com as Expressões Regulares em Javascript

# Para saber mais: filtrando sem regex?

Aprendemos como filtrar, comparar letra a letra, utilizando expressões regulares, representado pelo fragmento de código abaixo:

var expressao = new RegExp(this.value,"i");

if (!expressao.test(nome)) {

paciente.classList.add("invisivel");

} else{

paciente.classList.remove("invisivel");

}

Mas há um modo de fazer essa comparação sem a necessidade de utilizar expressões regulares! Podemos utilizar a função **substring**, que recebe dois parâmetros, fazendo com que ela devolva parte da string, com o tamanho definido nos parâmetros. O primeiro parâmetro é o início, começando do 0 (que representa o primeiro caractere). O segundo parâmetro define o fim (exclusivo, mostramos até o penúltimo caractere). Por exemplo:

var string = "Alura";

var resultado = string.substring(1, 4);

Extraímos uma string que começa no segundo caractere (número 1) e termina no quarto caractere (número 3, índice anterior ao número 4). O valor da variável **resultado** é:

lur

Conhecendo essa função, pense em um modo de comparar o valor digitado com parte do nome, sem utilizar expressões regulares. Veja em seguida a resposta do instrutor.

Como o primeiro parâmetro é o inicio, e queremos comparar desde o início da string **nome**, vamos utilizar como início o valor **0**, ou seja, sempre a partir do primeiro caractere. Mas qual é o fim? O fim é justamente o tamanho do valor digitado:

nome.substr(0, this.value.length);

Podemos guardar essa string em uma variável, e compará-la com o que está sendo digitado. Caso seja falso, adicionamos a classe **invisivel**, se não for, removemos-a:

var comparavel = nome.substr(0, this.value.length);

if (!(this.value == comparavel)) {

paciente.classList.add("invisivel");

} else{

paciente.classList.remove("invisivel");

}

Mas e a distinção entre letras maiúsculas e minúsculas? Nesse caso não temos distinção entre letras maiúsculas e minúsculas, mas para contornar isso, antes de compará-las, podemos colocar as duas strings em letras minúsculas, para efetuar a comparação entre elas em seguida:

var comparavel = nome.substr(0, this.value.length);

var comparavelMinusculo = comparavel.toLowerCase();

var valorDigitadoMinusculo = this.value.toLowerCase();

if (!(valorDigitadoMinusculo == comparavelMinusculo)) {

paciente.classList.add("invisivel");

} else{

paciente.classList.remove("invisivel");

}

Esta é uma alternativa de implementar a mesma funcionalidade sem expressão regular, porém temos que escrever mais e nos preocupar com mais detalhes! Fica ai esta opção para você guardar nos seus conhecimentos.

**Aula 09 - Consolidando o seu conhecimento**

Neste capítulo nós implementaremos o botão buscar, que como vimos no vídeo, deve ir em um servidor externo através de uma requisição GET e trazer os dados de novos pacientes.

1- Como de praxe , já que se trata de uma nova funcionalidade vamos começar criando um novo arquivo na pasta /js, chamado de buscar-pacientes.js:

introducao-javascript

└── js

├── calcula-imc.js

├── form.js

├── remover-paciente.js

├── filtra.js

└── buscar-pacientes.js

2- Vamos importá-lo ao fim da tag <body>:

</section>

<script src="js/calcula-imc.js" ></script>

<script src="js/form.js" ></script>

<script src="js/remover-paciente.js" ></script>

<script src="js/filtra.js" ></script>

<script src="js/buscar-pacientes.js" ></script>

</body>

3- Agora vamos criar o botão Buscar Pacientes no HTML. Abaixo da <table> e acima do fechamento da <section> adicione o botão abaixo:

</table>

// Adicionar aqui!

<button id="buscar-pacientes" class="botao bto-principal">Buscar Pacientes</button>

</section>

</main>

4- Agora podemos no buscar-pacientes.js selecionar o botão e colocar um eventListener de click nele:

var botaoAdicionar = document.querySelector("#buscar-pacientes");

botaoAdicionar.addEventListener("click", function() {

});

5- Para executarmos requisições com o Javascript, precisamos de um objeto especialista nisso, que é o XMLHttpRequest. Vamos criar um novo objeto deste tipo:

var botaoAdicionar = document.querySelector("#buscar-pacientes");

botaoAdicionar.addEventListener("click", function() {

var xhr = new XMLHttpRequest();

});

6- O XMLHttpRequest precisa ser configurado, para dizer qual método HTTP queremos utilizar na requisição, e para qual servidor vamos enviá-la. Para configurar o XMLHttpRequest utilizamos a função .open():

var botaoAdicionar = document.querySelector("#buscar-pacientes");

botaoAdicionar.addEventListener("click", function() {

var xhr = new XMLHttpRequest();

xhr.open("GET", "https://api-pacientes.herokuapp.com/pacientes");

});

7- Por último , para enviar a requisição precisamos chamar o método .send():

var botaoAdicionar = document.querySelector("#buscar-pacientes");

botaoAdicionar.addEventListener("click", function() {

var xhr = new XMLHttpRequest();

xhr.open("GET", "https://api-pacientes.herokuapp.com/pacientes");

xhr.send();

});

Se você clicar no botão neste momento, a requisição será enviada, porém não veremos nenhuma alteração na tela ou resultado no console, pois não estamos pegando a resposta. Vamos tratar disto.

8- Para pegarmos a resposta quando a requisiçao HTTP voltar precisamos colocar um escutador de evento no próprio XMLHttpRequest, escutando o evento de load:

var botaoAdicionar = document.querySelector("#buscar-pacientes");

botaoAdicionar.addEventListener("click", function() {

var xhr = new XMLHttpRequest();

xhr.open("GET", "https://api-pacientes.herokuapp.com/pacientes");

xhr.addEventListener("load", function() {

console.log(xhr.responseText);

});

xhr.send();

});

Clique no botão agora e observe o seu console, você verá que agora conseguimos exibir os resultados!

Por enquanto estamos apenas exibindo o retorno de nossa requisição no console, mas no próximo exercício vamos adicionar estes pacientes na tabela!

Já conseguimos realizar a requisição HTTP, ir ao servidor e trazer os dados dos pacientes, que até mesmo imprimimos no console e vimos que a resposta é um grande texto formatado. Agora neste exercício vamos transformar este texto em um objeto Javascript e adicionar cada um destes pacientes na tabela.

1- Se você observar o que é impresso no console, você vai ver que o servidor nos retorna um JSON, um formato de texto muito comum hoje em dia na web. Como não queremos trabalhar com texto e sim com objetos Javascript, vamos parsear este texto para um objeto Javascript equivalente. Use a função JSON.parse() na resposta para transformar:

var botaoAdicionar = document.querySelector("#buscar-pacientes");

botaoAdicionar.addEventListener("click", function() {

var xhr = new XMLHttpRequest();

xhr.open("GET", "https://api-pacientes.herokuapp.com/pacientes");

xhr.addEventListener("load", function() {

var resposta = xhr.responseText;

var pacientes = JSON.parse(resposta);

});

xhr.send();

});

2- Nossa variável pacientes agora é um array de objetos paciente, com nome, peso, altura, gordura e IMC. Agora precisamos iterar por este array e adicionar cada um destes pacientes na tabela, mas antes de começar a implementar isto na mão, vamos refatorar um pedaço de código que já havíamos feito para facilitar nossa vida.

3- Vamos refatorar um pedaço do código do form.js para aproveitar o código que adiciona uma paciente na tabela, exportando este código para uma função externa que aproveitaremos no nosso buscar-pacientes.js, afinal também queremos adicionar um paciente lá.

Em seu form.js crie a função adicionaPacienteNaTabela, que recebe um paciente. Ela vai fazer o que já fazíamos depois de montar um paciente do form. Só que agora, portado para uma função externa.

// Crie esta função em seu form.js

function adicionaPacienteNaTabela(paciente) {

var pacienteTr = montaTr(paciente);

var tabela = document.querySelector("#tabela-pacientes");

tabela.appendChild(pacienteTr);

}

4- Agora no evento de click do form.js, faça as substuições e chame a função adicionaPacienteNaTabela aqui também. Seu código final do evento deve ficar assim:

botaoAdicionar.addEventListener("click", function(event) {

event.preventDefault();

var form = document.querySelector("#form-adiciona");

var paciente = obtemPacienteDoFormulario(form);

var erros = validaPaciente(paciente);

if (erros.length > 0) {

exibeMensagensDeErro(erros);

return;

}

adicionaPacienteNaTabela(paciente);

form.reset();

var mensagensErro = document.querySelector("#mensagens-erro");

mensagensErro.innerHTML = "";

});

Cuidado ao fazer esta refatoração! Se for necessário copie e cole este código para que não haja erros!

5- Voltando para o buscar-pacientes.js, agora que temos uma função especialista em adicionar pacientes na tabela , vamos aproveitá-la para percorrer o array de pacientes e adicionar cada um deles:

var botaoAdicionar = document.querySelector("#buscar-pacientes");

botaoAdicionar.addEventListener("click", function() {

var xhr = new XMLHttpRequest();

xhr.open("GET", "https://api-pacientes.herokuapp.com/pacientes");

xhr.addEventListener("load", function() {

var resposta = xhr.responseText;

var pacientes = JSON.parse(resposta);

pacientes.forEach(function(paciente) {

adicionaPacienteNaTabela(paciente);

});

});

xhr.send();

});

Clique no botão de buscar pacientes e veja que agora os pacientes são carregados!

Estamos carregando os pacientes com sucesso, mas não estamos ainda validando nenhum possível erro na requisição, trataremos disto no próximo exercício.

Nossa requisição AJAX funciona, porém não estamos levando em conta a possibilidade de acontecer um erro na requisição. Neste exercício vamos detectar este problema e exibir o erro para o usuário caso aconteça algo:

1- Para detectarmos se ocorreu algo, devemos utilizar o código de status da requisição HTTP, que pode ser obtido através da propriedade .status do XMLHttpRequest. Vamos testar se o código é 200, que significa que a requisição foi OK, caso contrário, vamos exibir os erros para os usuários:

var botaoAdicionar = document.querySelector("#buscar-pacientes");

botaoAdicionar.addEventListener("click", function() {

var xhr = new XMLHttpRequest();

xhr.open("GET", "https://api-pacientes.herokuapp.com/pacientes");

xhr.addEventListener("load", function() {

if (xhr.status == 200) {

var resposta = xhr.responseText;

var pacientes = JSON.parse(resposta);

pacientes.forEach(function(paciente) {

adicionaPacienteNaTabela(paciente);

});

} else {

//Exibiremos o erro aqui!

}

});

xhr.send();

});

2- Caso a requisição mostre qualquer outro código que não o 200, devemos exibir uma pequena mensagem de erro para o usuário. Esta mensagem erro será uma tag <span> que começará com a classe invisível, e que caso dê algum problema ela ficará visível. Crie a tag <span> que conterá a mensagem de erro acima da tag button:

</table>

<span id="erro-ajax" class="invisivel">Erro ao buscar os pacientes</span>

<button id="buscar-pacientes" class="botao bto-principal">Buscar Pacientes</button>

</section>

</main>

3- O primeiro passo é selecionar o <span> dentro do nosso código:

var botaoAdicionar = document.querySelector("#buscar-pacientes");

botaoAdicionar.addEventListener("click", function() {

var xhr = new XMLHttpRequest();

xhr.open("GET", "https://api-pacientes.herokuapp.com/pacientes");

xhr.addEventListener("load", function() {

//Adição aqui

var erroAjax = document.querySelector("#erro-ajax");

if (xhr.status == 200) {

erroAjax.classList.add("invisivel");

var resposta = xhr.responseText;

var pacientes = JSON.parse(resposta);

pacientes.forEach(function(paciente) {

adicionaPacienteNaTabela(paciente);

});

} else {

erroAjax.classList.remove("invisivel");

}

});

xhr.send();

});

4- Se a requisição retornar qualquer erro, devemos remover a classe invisivel do <span>, tornando a mensagem de erro visível para o usuário. Remova a classe invisivel caso o código não seja 200, e volte a adicionar caso a requisição não dê nenhum erro:

var botaoAdicionar = document.querySelector("#buscar-pacientes");

botaoAdicionar.addEventListener("click", function() {

var xhr = new XMLHttpRequest();

xhr.open("GET", "https://api-pacientes.herokuapp.com/pacientes");

xhr.addEventListener("load", function() {

var erroAjax = document.querySelector("#erro-ajax");

if (xhr.status == 200) {

erroAjax.classList.add("invisivel");

var resposta = xhr.responseText;

var pacientes = JSON.parse(resposta);

pacientes.forEach(function(paciente) {

adicionaPacienteNaTabela(paciente);

});

} else {

erroAjax.classList.remove("invisivel");

}

});

xhr.send();

});

Simule um erro, por exemplo removendo um pedaço da URL do servidor, e verifique se a mensagem de erro da tag *<span>*irá aparecer.

Neste capítulo aprendemos:

* Como fazer uma requisição assíncrona com o Javascript
* O objeto XMLHttpRequest
* Como configurar e enviar uma requisição
* O evento de load
* O que é a técnica AJAX.
* O formato JSON
* Como converter JSON para um objeto Javascript com a função JSON.parse()
* Como lidar com erros durante o AJAX